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ABSTRACT

This paper provides an overview of the plenary presentation. It addresses the complexity of modern engineering systems and discusses simulation modeling techniques that can assist in the design of such systems. An approach for constructing and testing virtual design models prior to realization commitments is shown. This approach leverages from object-oriented and discrete-event simulation methods. Concepts for system level automation of the design process will be given and examples that range from embedded systems applications to high level symbolic visualizations will be discussed to support the theory-based concepts.

CONTEXT - DESIGN PROBLEM

Modern engineering design is a highly complex process involving a multiplicity of objectives, constraints, materials, and configurations. Despite great strides in computational tools such as high performance workstations and CAD systems intended to help to cope with this rising complexity, the design process remains error prone. Given the often severe constraints imposed by cost, environmental impacts, safety regulations, etc., designers are forced to make compromises that would not be necessary in an ideal world. Simulation modeling is recognized as a useful tool in assessing the quality of design choices and arriving at acceptable trade-offs. However, computer simulation and other advanced computational tools are of limited effectiveness without a methodology to induce a systematic handling of the multitude of goals and constraints impinging on the design process. Therefore, in our research, we use modeling and simulation concepts to unify engineering design activities and systematically construct and evaluate complex systems' design models.

In the presentation, we will discuss a model-based design methodology (Rozenblit 2001) and its tenets. We will describe the requirements specification, the structural and behavioral model development process as well as model mapping, i.e., the process of allocating virtual design components to hardware and software realizations. Then, we will focus on requirements-based test sequence generation and specification of simulation experimental conditions.

Our framework targets primarily embedded systems. However, applications that extend beyond that domain will also be presented. Namely, selected examples that interface symbolic visualization software architectures with autonomous real-time agents will be shown.

MODEL BASED DESIGN

The model-based process, as shown in Figure 1, uses stepwise refinement of simulatable models and offers the opportunity to abstract system components at multiple levels of representation. In this methodology, a set of requirements and constraints is obtained for the system to be modeled. The system is then described as an abstract model that is a combination of its structural and associated behavioral specifications.

Given a set of design objectives, requirements and constrains, we first build a simulatable model of the system under design (SUD). Modeling entails the specification of structure (object model) and behavior (dynamics). Object modeling (i.e., model structuring) typically leads to a specification of a structure instance. This is commonly done in a graphical language such as the Unified Modeling Language (UML), which has become a de facto tool for object modeling. However, rather than generating a single instance of an object model, we advocate the development of a generative object representation that underlies the entire family of possible design configurations for a problem domain at hand. Indeed, UML allows us to capture the multiplicity of design views and taxonomies (specializations) of components through its decomposition and specialization relationships. An enormous variety of decompositions and specializations in large scale systems leads to a combinatorial explosion of design choices. To harness this complexity, procedures are needed that prune out instances of design which best fit design objectives and requirements. Thus, we use heuristic search methods that convert design requirements into selection (for choices from among alternatives offered by taxonomic relationships) and synthesis (for aggregations from
among decompositions) into production rules. Then, we search design spaces for best alternatives. The outcome of the search is a set of sub-optimal instances of design object models (Rozenblit and Huang 1991).

![Diagram of Model-Based Design](image)

**Figure 1. Model-Based Design**

The dynamics (behaviour) of model components is specified using various modeling formalisms such as the discrete event system specification (DEVS) (Zeigler 1984), finite state machines, Petri nets, etc. The choice of the specification formalism is based on the system's domain. Both the structural and behavioral specifications constitute a virtual representation of the system under design (SUD). This is a "design blueprint" from which a system will be realized. Model components remain implementation and realization (i.e., hardware or software) independent.

We verify correctness of models through computer simulation. A simulation test setup is called an experimental frame (Zeigler 1984). It is associated with the system’s model during simulation. A frame specifies conditions under which the model of the system is observed. Simulation is then executed according to the run conditions prescribed by the frames. At the end of the simulation process the "best" (polyoptimal) virtual system prototype is obtained. The design is then partitioned into hardware, software and corresponding interfaces using a process that we call model mapping (Schulz et al. 1998).

**TESTING**

Testing at the model level involves the creation of a set of test scenarios based upon the system requirements. These test scenarios are used to create a suite of experimental frames. The experimental frames are subsequently translated into scripts for real-time testing of the prototype physical system.

![Diagram of Testing Framework](image)

**Figure 2. Testing Framework**

**Requirements-based testing**

The requirements-based testing problem can be defined as follows: given as input a set of requirements for the SUD, produce as output a set of scenarios that adequately test the system. More specifically, as depicted in Figure 2, we map the requirements onto a requirements model using the Software Cost Reduction (SCR) (Heitmeyer et al. 1996) technique. Then, we generate test scenarios that exercise at least once each requirement identified in the requirements model. This is, in essence, a set covering problem, i.e., the problem of finding the minimum test sequence that covers all the requirements. To solve this problem, we use the SCR formalism (FSM-like specification), carry out the state space exploration through a controlled simulation of the requirements model, and thus generate a scenario tree that defines a set of inputs to the model. The test scenarios are then translated into experimental frames.
The experimental frames are used to apply stimuli to the design model and to gather the design model's responses. The results of the simulation are stored for further analysis. In (Cunning 2000), we have developed the test scenario generation algorithms.

Experimental-frame specification

Execution of design models is carried out using the experimental frame paradigm. Experimental frames define conditions under which models can be observed and experimented with. An experimental frame reflects modeling objectives. The statement of objective is translated into specific performance measures. Necessary output, input and control variables are defined so that such measures can be obtained through simulation experiments. An experimental frame a) subjects a model to input stimuli (which represent potential interventions into the model's operation), b) observes the model's reactions to the input stimuli and collects the data about such reactions (output data), and c) controls the experimentation by placing relevant constraints on values of the designated model state variables and by monitoring these constraints. Figure 3 illustrates the separation of a model and its experimental frame. A model can be executed in various experimental frames, each reflecting a specific objective of a simulation study.

Figure 3. Model Experimental Frame Coupling

Experimental frames provide us with a quantifiable means of trading off design solutions (in the form of simulation models) with respect to the set of design objectives. Such trade-off decision can be made by team members using multiple criteria decision making (MCDM) techniques as depicted in Figure 4. In the scenario shown in the figure, alternative design solutions are given as models M1, M2, ... Mn. The experimental frames, EF1 and EF2, reflect two performance objectives, e.g., component utilization (EF1) and task throughput (EF2). The models can now be cross-evaluated in both frames and the tradeoff solution (the model M*) can be selected.

Figure 4. Trading-off Design Solutions using Experimental Frames and MCDM

Experimental frames are given concrete form. Employing the concepts of automata theory, a frame can be defined as a composition of a generator which produces the input segments sent to a model, an acceptor, that is a device that continually monitors the simulation run for satisfaction of constraints, and a transducer which collects the input/output data and computes summary performance measures. Experimental frame template specifications can be stored in an experimental frame base (recall Figure 1) for reuse and rapid simulation run setup.

PRACTICAL EXPERIENCES

Our laboratory conducts research in systems design and analysis, engineering of complex systems, software engineering, and embedded systems. The model-based design framework has been applied in design of real-time devices (examples include: autonomous cruise controllers, a safety injection system, elevator controllers, and robotic agents).

In addition to embedded system applications, we have been building a large scale object-oriented system for decision making in complex, information rich situations (such as military, peacekeeping, or disaster relief operations). The purpose of this work is to provide visualization capabilities to decision makers using advanced computer technology that symbolically abstracts the most important features of the information space. The technology facilitates rapid creation of tailored, low resolution, high semantic content visualizations of complex operations. Recent extensions (Peng et al. 2003) include a hybrid software/hardware that builds on the symbolic, object-oriented visualization software called Advanced Tactical Architecture for Combat Knowledge System (ATACKS) (Suantak et al. 2001). The extension is the design of a real-time robot agent layer that interactswirelessly with ATACKS. This layer enacts decisions made by software agents, continuously relays the execution states back to ATACKS, and updates its actions as advocated by
replanning algorithms. The design and implementation will be presented with a small example that illustrates the hybrid system's operation.

CONCLUSIONS

The presentation will focus on providing the overview and technical details of our design approach. Several examples will illustrate the major tenets of the methodology. We will also discuss open issues such as the need to develop test generation algorithms that take into account timing relations as specified in the design requirements. To accomplish this, we will adopt explicit timing into the SCR requirements specification formalism, extend the scenario generation algorithms to classes of systems other than discrete event. We will also present ideas for model compilation, that is a process of transforming executable models into physical realizations. Our design framework produces virtual design blueprints in the form of simulateable models. They are implementation independent, i.e., no commitment to realization technology is made at this point. The ultimate goal is to map the model onto a prototype realization that combines hardware, software, and interface elements. A good analogy here would be compilation of the source code in a programming language (say C++) into executable code. Thus, our objective in model compilation is to take a simulateable model of an SUD and "compile" it into a format that lends itself to software and hardware prototyping.
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