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1 Introduction

In recent years, programmable and flexible automation has enabled partial or complete
automation of product machining and assembly. The economic pressure for increases in
quality, productivity, and efficiency of manufacturing processes has motivated the devel-
opment of more complex and detailed robot task planning systems. Such systems enable
an automatic synthesis of programs which control robot actions. Many of the domain-
independent approaches [6] ,(8],[11] to the automatic generation of robot action sequences
do not map well into the general machining, assembly, or fabrication problem.

The robot action sequence generation is only one phase in the hierarchy of steps
required to plan the robot’s behavior in programmable automation systems. More sys-
tematic approaches to the design and planning of actions are needed in order to make
the robot plan generation applicable to practical problems, to enhance their performance,
and to enable their cost-effective implementation. At the implementation level, the action
p}an generation system should also be capable of reasoning about the geometry and time
of actions.

In this paper we show that a stratified methodology can be applied to solve a problem
of automatic robot programming. This can be accomplished since robot actions can be
modelled in terms of different conceptual frameworks, namely, in terms of operational,
geometric, kinematic, and dynamic frameworks.

In general a task in a flexible production system is defined as a partially ordered set of
technological (machining or assembly) operations. To generate a program of actions for
a task, we have to find sensor-dependent time trajectories of the robot’s motions. These
trajectories must realize all the operations defined for the task.

This problem may have several possible solutions. They depend on the technological
operations and their order, sensor-dependent actions, geometric forms of the manipulator’s
paths, and the dynamics of movements along the paths. Thus it is necessary to apply
a hierarchical decomposition of the manufacturing task at hand into subproblems. We
then solve the program synthesis problem at several levels the system’s behavior modeling
abstraction. The system for automatic generation of robot programs consists of two basic
layers: a) Task Planning Layer, and b) Task-Level Programming Layer.
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Fig.1 Structure of Robot’s Program Synthesis System

Task-Level Planning is carried out based on a description of the operations of the
underlying manufacturing process, a description of the manufacturing system and its re-
sources such as devices, robots, fixtures, or sensors, and a description of the precedence
relation over the set of operations. The planner uses robot-independent planning tech-
niques. The resulting fundamental plan describes the decomposition of the task into a
sequence of elementary operations of robots and devices called Actions. The basic prob-
lem here is the derivation of an ordered sequence of robot actions that can be used to
perform the task. To solve it, two subproblems are defined. The first subproblem consists
in finding an ordered, feasible sequence of technological operations, called a production
route which can be transformed directly into the sequence of robot actions. In the second
subproblem we need to find the set of preconditions for each action, which guarantee that
deadlock does not occur once the actions are executed. The fundamental action plan for
a manufacturing task determines the robot’s program of manipulations required to carry
out this task. Such a program is a sequence of motion, grasp, and sensors instructions
expressed in the Task-Oriented Robot Programming Language (TORPL).

The implementation of the fundamental plan is carried out using a task-level program-
ming approach in which detailed paths and trajectories, gross and fine motion, grasping
and sensing instructions are specified. Variant interpretations of the plan’s TORPL-
instructions result in different realizations of the robot actions. To create and verify all
valid interpretations of the motion program, a two-level system is needed. The first level
is the Motion Planner [16], [12], for each individual robot action. The planner creates
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variants of collision-free time-trajectories of the manipulator which executes each action.
Such a planner uses robot-dependent planning techniques and the discrete dynamical sys-
tem formalism [21]. The second level is the Discrete Event Simulator of the manufacturing
process. The simulator uses the Discrete Event System Specification (DEVS) (9] [10] for-
malism to model actions and technological devices. The motion interpretations variants
obtained from the Motion Planner form an experimental frame [QLof the DEVS simulator.
The simulation carried out at the second level is used to select the most effective variant
for realizing the robot’s program steps. The structure of the multilayer task planning
system is shown in Fig.1. In this paper we introduce basic research issues associated with
each level of the planner and discuss how different Computer Aided System Theory tools
and methods can address these issues. The paper is organized as follows: Section 2 gives a
detailed description and formulation of the automatic robot programming problem. Sec-
tion 3 presents the first layer of the task planning system. The second layer is described
in Section 4. The robot task planning problem is presented next.

2 Formulation of Robot Program Generation Prob-
lem

A flexible manufacturing system (FMS) is a set of programmable machines (technological
devices) D and product stores (buffers) M connected by a flexible material handling
facility (such as a robot or an automated guided vehicle), and controlled by a computer
connected with a system of sensors [5],[6].

An FMS performs technological operations, e.g., fabrication, machining, or assembly
operations. All machines and material handling systems (robots) have a high degree of
automation. The current state of an FMS is monitored by the sensory system (Sensor)
that collects and provides aggregate information about the state of the entire system, i.e.,

State = Sensor(FMS state) (1)
The FM S — state depends on the states of every machine and store. The state set of
each machine d; € D is defined as S; = {s,, s3, 3.} where

e s, signifies that machine is free
s 3, signifies that machine has completed an operation and is not free
e s signifies that machine is busy processing an operation

A task realized by an FMS is represented by a pair
Task = (0, <) (2)

where O is a finite set of technological operations necessary to process the task and-

< C O x O is the weak-ordering precedence relation in which o; < o; denotes that the
operation o; must precede the operation o;.

In this paper, the analysis 1s restricted to a class of tasks which transform only one
type of a part. Such tasks are called single-batch pipeline machining processes. Each
machining operation o; from the set O is assigned to a technological device (machine)
d; which can execute it and to a product store m; where a part can be stored after
the operation has been completed. Each machine has its own program for processing a
part. To automatically generate the robot’s program, we must determine for each robot
r servicing the process, a set of the FMS-state-dependent time trajectories of the robot’s
motions:

T, = {g-(z): 72 = Qr | z = Sensor(FMS state)} (3)
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These trajectories realize the transfers of parts between machines. For each part, they
ensure that all operations from Task are executed. The trajectory g-(z) is a function
mapping the time interval 7, into the joint space Q- of the robot r. In addition, the

planned sequence of robot actions should minimize the makespan [6].
We propose that the robot program synthesis be realized by a multilayer, knowledge-
based robot task planning system. The architecture of this system is described in the

ensuing section.

3 Machining Task Planning Layer

The first phase of the robot’s program synthesis, namely the phase of the fundamental
plan generation is performed by the task planner. The basic problem at this level is the
derivation of an ordered sequence of robot actions that can be used to perform a machining
task. The set of fundamental actions that a robot can execute is defined. These actions

are represented by production rules {8],[11],[12] whose condition and conclusion parts
represent the precondition and add lists, respectively. The fundamental action or a robot

are:

Action, ;= TRANSFER FROM a TO b - transfer part from machine or store a to ma-
chine or store b, and

Action, ;= EXECUTE o ON b - start execution of operation o on machine b

In order to generate a plan of a task realization, actions have to be applied to affect
changes in the FMS states. An action can be applied to a sensor-monitored state of an
FMS if the preconditions are met. To establish the sequence of robot actions and their
precondition lists, we decompose the task planning problem into two su.bproblerns: a) the
technological process planning problem (called production route planning problem), and
bf the deadlock avoidance planning problem, solved on two respective levels of the task

planning layer.

3.1 Production Route Planning Level

The production route planning is based on finding an ordered sequence of technological
operations from Task with a minimum number of deadlock instances. This corresponds

to the operations scheduling problem [5]. o _
An ordered sequence of operations, called a pipeline sequential machining process, is

given by the following expression:
Process = (01,09, ...,0r) (4)
where:

(A) if for any two operations o;,0; from Task o; < o; holds, then i < j

(B) for each i = 1,...,L — 1 there should exist a robot which could transfer a part from
machine d; or store m; (assigned to the operation o;) to machine di4, (assigned to
the operation 0;4;)

(C) ilf two operations o; and o, are performed on the same machine, then | — k] =1 or
i — k| — max.
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Fig.2 Production route in machining system

The technological process planning is based on the description of the machining oper-
ations, the description of the FMS’s geometry (i.e., relationships among robots servicing
machines and/or stores), the description of resources, and the precedence relation over
the set of operations. To solve the process planning problem, a graph representation of
Task can be used {7). Feasible decompositions of the machining task with respect to
the precedence relation are used to create an AND/OR graph that represents all valid
operation sequences. The scheduling problem is solved using a backtracking graph search
method with a heuristic penalty function.

Based on the sequence of operations Process that results from the machining process
planning, we create the fundamental plan of robot actions as follows:

' Plan = (Action]| i =1,...,L) (5)
-where:

Action! = (TRANSFER FROM d; or m; TO d;}1,EXECUTE o0;4; ON d;;)

In addition, we define a set of ordered sequences of technological devices and stores
(called resources) required by successive operations from the list Process = (o;]j =
1,...,L). This set of new sequences called production routes is denoted by P. Each
production route p€P is an ordered list of resources and has 2L + 1 stages, where L
denotes the length of the list Process. A production route p is created on-line during the
execution of the operations. In general, a route is defined as follows:

p=(p(1)li=0,1,...,2L) (6)
where:

(a) p(0) = mg where mq denotes & feeder conveyer,
(b) fori=2j—1and j=1,...,L, p(i) = d;

(c) fori=2jand j=1,...,L, p(i) =0 if direct transfer to machine d;;, is possible
or p(i) = m; otherwise.

Such a production route has always 2L + 1 elements. Some of them can be equal to zero.
The “minimal” production route has L+ 1 stages nonequal to zero. The “maximal” route
‘has 2L + 1 stages where p(i) = d; for odd 7 and p(z) = m; for even i. The production
route is illustrated in Fig. 2. The maximal route is denoted by pmaz.

In the production system considered in this paper, the so called circular wait deadlock
of pipeline processes can occur. Circular wait occurs if there is a closed chain of task
‘realizations, called jobs in which each job is waiting for a machine held by the next job
in the chain [2]. To eliminate deadlock, the execution preconditions for each robot action
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are determined.  This issue is addressed on the second level of the task planning layer,
which we call deadlock avoidance planning level.

3.2 Deadlock Avoidance Planning Level

Each execution of Process is called a job and is characterized by a production route
p. When a production route includes multiple uses of resources, jobs executing a single
route could become deadlocked. To avoid deadlock, the maximal production route pmaz
is partitioned into sublists called zones. A unique set of Z zones is defined as follows:

Pmez = (2zk|k = 1,...,Z) (7

where: z, = syu; and u; is the sublist of resources which appear only once in the
production route Pmas and sy is a sublist of resources which are used more than once in
this route. Given this decomposition, we specify preconditions for each action based on
theorems presented in [2],[3],(4]. These theorems determine the policy of required device
allocation to the current job, dependent on the states of the resources in each zone.

The preconditions of Action; are formulated as a boolean function of sensor signals
describing the states of the machines and production stores [5],(6]., i.e.,

ConAct; : Sensor(FMS states) — {0,1}

If the preconditions are satisfied by the current state of the FMS, then the parameters
of Action; can be established. The parameters of Action;, represented by the function
Paramy;, describe the objects between which action TRANSFER has to be performed, i.e.,

Param; : Sensor(FMS states) — {(d;, diy1),(di,m;), (mi,ditq)}

This completes the definition of the fundamental plan of robot actions. Each action
Action; from the Plan has the structure shown in Fig 3.

Given the sequence of Actions we should determine the program for robot operations
and the geometrical trajectories of robot movements for each operation.

4 Task-level Programming Layer

The elementary actions of a robot can be expressed as instructions of a robot programming
language, called Task-Oriented Robot Programming Language (TORPL). The instructions
can be interpreted in many different ways. The basic macro-instructions of TROPL are :
MOVE (EMPTY, HOLDING) TO position, GRASP, PICKUP AT position, PLACE ON
position, WAIT FOR sensor input signal, INITIALIZE output signal, OPEN GRIPPER,
CLOSE GRIPPER &}3%[14],[165). The basic instructions can be combined into higher level
macros such as the PICK-AND-PLACE instruction [15],[16].

In this set of instructions, the action TRANSFER FROM a TO b can be interpreted as
the PICK-AND-PLACE FROM x TO y macro-instruction, where x denotes geometrical
datq of the output port of the device (store) a, and y is the position and orientation of
the input port of the device b. This macro-instruction is decomposed into a sequence of
more primitive instructions as illustrated below [14],[15],{16]:

TRANSFER FROM a TO b :=
[begin PICK-AND-PLACE]
MOVE EMPTY TO x+v (x=position of output port of a
and v is approach vector)
PICKUP AT x 1=
[begin PICKUP]
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Conditional Block Checking of action’s preconditions

ConAct;(Sensor) = 0or 1
T

Specification Block Specification of action’s parameters

Param;(Sensor) = (a,b)
il

Realization Block Execution of transfer between a and b

TRANSFER FROM a TO b
1

Execution Block Execution of technological operation

EXECUTE operation;y; ON &

Fig.3 Structure of Action; from Fundamental Plan

CENTER GRIPPER grasp orientation of effector
OPEN GRIPPER
MOVE EMPTY FROM x+v TO x
WITH APPROACH = v
CLOSE GRIPPER
WAIT FOR contact signal with part

MOVE HOLDING FROM x TQ x+v WITH DEPARTURE = v
[end PICKUP]

MOVE HOLDING FROM x+v TO y+v (y=position of input
port of b)
PLACE ON y
[end PICK~AND-PLACE]

The positions x and y are determined by the function Param;(Sensor) with a spec-
ification of geometric parameters for each action. The above instructions are used to
synthesize the robot’s program. The instructions for the action EXECUTE can be trans-
lated into TORPL in a similar manner.

The fundamental function of the Task Programming Layer is to synthesize the robot’s
motion trajectories. The trajectories realize the MOVE and GRASP instructions. They
also determine the duration of the moves. To generate the trajectories, we must have
available the geometric models of all the machines and stores of the production system
as well as models of the robot’s kinematic and dynamics.

The robot’s motion trajectory planning process is decomposed into two subproblems:

1) planning of the collision-free geometric track of motion, and 2) planning of the motion
dynamics along the computed track. :
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41 Level of Collision-free Motion Planning

The first level in our framework employs only the kinematic model of the man.ipulator.
The planner should be able to determine the collision-free track of robot motion from
the initial to the final effector locations based on a) the geometric and kinematic de-
scription of the robot, and b) its environment and the initial and final positions of the
effector-end. This problem has been addressed in various ways and is widely reported in
literature [16],[17],[22]. The methods which solve the problem in question depend on the
assumed mathematical model of the robot’s kinematics. One possible-description of the
manipulator’s kinematics is a discrete dynamical system [18],{19],[21},{20].

R = (U’ C’ A) (8)
where:

U is the input signal set. In order to specify the set U the discretization of the robot’s
Joint Space [22] is performed. In this case the input signal set U is equal to B™
where B = {—1,0,1} and +1(-1) denotes a one-increment increase (decrease) of an
appropriate joint angle [18],[21].

C is the set of robot’s configurations (manipulator states) in the Cartesian space, i.e.,
configuration ¢ = (p;|¢ = 1,...n + 1) where p; is the point in the Cartesian base-
frame describing the actual position of the i-th joint.

A:C x U — C is the one step state transition function [18],{21].

The construction of the transition function A of the robot’s kinematics model allows us
to obtain, by simple computations, successive configurations of the robot with respect to
the base frame.

The problem of collision-free robot movement planning amounts to finding a sequence
uy = (vl .., u’f ) of input signals such that the terminal configuration reaches the effector’s

final position, i.e.,
A*(co,uk) = cx and p,’fﬂ = final position of ef fector

and every configuration ¢; for i=1,..,K must not collide with any obstacle in the robot’s
environment.

In order to solve the terminal configuration reachability problem, we apply a graph
search procedure to the state-transition graph of the model R. The details concerning
the path and grasp planner are given in [16],[22].

From the path planner, we obtain an ordered sequence ¢* = (cy, .., ¢k ) of the configura-
tions which define how to move the effector end from the initial into the final position. The
sequence ¢* can be easily transformed into a sequence ¢* = (qo, .., gk ) of the manipulator
states described in the Joint Space [20]. Next, a geometric track can be constructed by
connecting the configurations from ¢*. This can be accomplished by using, for example,
cubic splines [23]. Finally, the geometric track can be given in the form of a parameterized
curve

q - [so,smaz] - Q
where the initial and final configurations of the track correspond to the points s = sg and
8 = Smagz, respectively.

Now, the optimal speed and acceleration of movements along the computed track

should be calculated. This task is solved on the trajectory planning level.
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4.2 Level of Optimal Trajectory of Robot Motion Planning

The trajectory planner receives the geometrical tracks as input 'and determines a time
history of position, velocity, acceleration and input torques, which are then fed to the
trajectory tracker. On this level, the robot is represented by the manipulator’s dynamics
model {22],{23].

If the equations of the parameterized track q(s) are substituted into the dynamic
equations, they take on the following form [23],[22]

m(s)is +n(s)? + r(s)u + g(s) = F 9)
$=p
where: m(s) is the pseudo-inertia factor, n(gs) is the pseudo-Coriolis force factor, r(s) the
viscous friction factor and ¢(s) is the pseudo- gravitational force factor.

Here p is the time-derivative of the parameter s. The cost of motion along a track is
assumed to be:

Cost = /’mu L(s,pu, F)ds
80

The trajectory planning problem is then reduced to minimizing cost, subject to the dy-
namic model specification and the constraints on the torque F'. This is a classical dynam-
ical optimization problem for a non-linear system. It can be solved by using the dynamic
programming method [23], [24]. Hence, we can obtain an optimal trajectory and the time
of the manipulator’s movement along a geometrical track. Such a planner can generate
variant interpretations of robot action plans. For each instruction of the robot’s program,
we can change the geometry of the motion or change the motion dynamics along the
track, by selecting criteria for minimal-time or minimal-energy planning. Variant inter-
pretations of the language instructions result in different realizations of the robot actions.
This motivated us to introduce a procedure that would automatically verify the semantics
of the robot’s program. This procedure is described briefly in the next section.

4.3 Level of Discrete Event Simulation of Robot Actions

The variants of motion interpretation obtained from the motion planning level are tested
by a simulator. Simulation is used to select the most effective variant. The program
synthesis process requires that we introduce conditional instructions which depend on the
states of each machine d; of the machining line (see function ConAct in Section 3.2) and
the operational instructions that realize the actions. Thus, to define a simulator of the
program, we model conditions that enable program instructions. Each machine d; has the
following DEVS [15] representation:

Dev; =< X, S, Y, bins, 6c:cta /\a t, >

where:

X is a set, the external input event types
S is a set, the sequential states
Y is a set, the external output event types
6;nt 1s a function, the internal transition specification
deze 1s a function, the external transition specification
A is a function, the output function
t, is a function, the time advance function
with the following constraints:
(a) The total state set of the system specified by Dev; is
Q = {(s,e)ls € 5,0 < e < tafs)}s
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(b) 8int is a mapping from S to S:
int + 0 D5
(€) begt is a function:
Oext Q XX —S5;
(d) t, is a mapping from S to the non-negative reals with infinity:
a : - )
(e) A is a mapping from S to Y:
A:S Y.
A complete explanation of DEVS and its semantics is presented in [10].
The state set S; of each Dev; is defined as S; = {s, s}, st} as given in Section 2.
Assume that the i-th position denotes the location of an input/output port of machine
at which a part is placed. The set of external events for Dev; is defined by the commands

of the TORPL, namely:
X,' = {zl.-,xZ,-,a:O} | 1= 1,...,L

where:

zl; = PLACE part ON i-th position,
t2; = PICKUP part AT i-th position,
z0 = DO NOTHING

The internal transition function for each machine i is given as follows:
5:nt(si) = si 53.:(33) = 3;; &nt(si) = 3;;
The external transition function for each machine ¢ is defined as:

a(sh,71) = 51 8l(siy22) = o
beze((s, 20) =3 8:2¢((.+-), .) = failure for all other states

The time advance function for Dev; determines the time needed to process a part in
the i-th machine. It is defined as follows: if s = s, then ta’(s) = ¥ (the tooling/assembly
time of operation k for machine 2), otherwise ta'(s) = oo.

The above specification defines a model of the machining system. The activation of
each machine Dev; is caused by an external event generated by the robot’s model. This
model is realized by a generator of an experimental frame component [10] associated with
the production system model. Since the events generated by each robot depend on the
states of the workcells Dev;|i = 1,..., L, we define an acceptor which observes the state
of each workcell. The block diagram of the entire simulation system is given in Figure 4.

Rather than provide a detailed mathematical description of the experimental frame
models here, we describe their functionality. (The reader is referred to [15] for a complete
formal specification of the simulator of Figure 4.) The acceptor is a DEVS that receives
as input state descriptions of each machine Dev;. It selects events which invoke a robot
to service a workcell. The acceptor state set is a class of subsets of indexes of workcells
Dev;. The state contains indexes of only those workecells which have completed processing
of a part and from which the part can be transported to another workcell (i.e., the
preconditions of next operation are satisfied (see function ConAct)). The states of the
acceptor also determine state components of the frame generator that models the behavior
of every robot.

The DEVS-model of each robot contains the state set Sg = S, X Positions x HS,
where S, is the state set of the acceptor, Positions is the set of positions of the robot’s
effector-end in the base-Cartesian space, HS is the set of states of the effector, i.e., HS =

{Empty, H olding}. The internal transition functions are represented by the following
sequences in TORPL:
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DEVS Simulator of Work-Cells

mo d, m dy | e — df mpr,
'
s [ s T L S
z z T
Events Control States

R R bot R

! 2 Robots * Acceptor
r []

Generator

Fig.4 Discrete Event Simulator of Machining System

MOVE EMPTY TO i- position
PICKUP part AT i- position

for the Empty state of the effector-end, and

MOVE HOLDING part TO k position
PLACE part ON k position
INITIALIZE start signal for machine k

for the Holding state of the effector-end.

This robot model reflects adequately each segment of the synthesized program. The
‘time advance functions determine a) the sum of the time of motion to position and the
time of the pickup operation, b) the sum of motion time from the position i to the position
k and the time of the place operation on the k-th machine, for Empty and Holding states,
respectively. The robot’s model also generates external events (i.e., PICKUP, and PLACE
) for machines Dev;, which trigger their corresponding simulators.

The simulation model of the machining system is the basis for testing the program
with a varying range of motion parameters. The most important parameters are the
time it takes to complete an operation k, 7¥, and the time the robot requires to service

a workcell. The time 7} depends on the type of machine on which the i-th operation
is being processed. It is fixed but can be changed by replacing the machine. Similarly,
the times of PICK UP and PLACE operations are determined by the type of part and
machine on which the part is processed.

The times of the robot’s inter-operational moves (transfers), 75, depend on the ge-
ometry of the work-scene and the cost function of the robot’s motion. This cost function
determines the dynamics of motion along the geometric tracks and the duration of the
moves. These data must be accessible in order to simulate the entire production system.

The simulation level completes the multilayer system for planning and programming
robot tasks in flexible machining.
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5 Summary and Conclusions

A comprehensive framework for generating a robot’s program for an automated production
system will require an integration of several layers of system theory-based support methods
and tools. Each layer of the robot’s program synthesis system requires different CAST
tools. The tools for each level are:

o Level 1: graph search methods

o Level 2: Petri net methodology

o Level 3: discrete dynamical system methods
e Level 4: discrete optimization methods

o Level 5: event based system formalism
Our current research focuses on developing an architecture that will facilitate:

e automatic generation of different plans of sequencing operations realizing a given
technological task (operations scheduling problem)

e synthesis of programs for robots servicing the devices
e planning and interpretation of robots’ motion programs
e synthesis of autonomous robotic system’s simulation models

* testing and verification of effectiveness of program execution based on the inter-
preted programs of robots’ actions and simulation modeling of the overall system
architecture

The integration of all the above features is a complex task, with each of the functions
being a research topic in itself. Most existing planning systems facilitate only one mode
of operation, i.e., the off-line input of robot’s program and subsequent testing of the
program by graphic animation of robot’s motions in a geometric model of the work-scene.
The systems are capable of detecting collisions. However, they cannot plan collision free
motion. They do not facilitate simulation of a workeell in order to evaluate its efficiency.
They cannot emulate a programming language that would actively use a simulation model.
Such languages do not exist yet. Our future work will focus on the automatic generation
of such a language.
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